# Winsock 2 I/O Methods

|  |
| --- |
| This chapter focuses on managing I/O in a Windows sockets application. Winsock features socket modes and socket I/O models to control how I/O is processed on a socket. A socket mode simply determines how Winsock functions behave when called with a socket. A socket model, on the other hand, describes how an application manages and processes I/O on a socket.  Winsock features two socket modes: **blocking** and **non-blocking**. The first part of this chapter describes these modes in detail and demonstrates how an application can use them to manage I/O. As you'll see later in the chapter, Winsock offers some interesting I/O models that help applications manage communication on one or more sockets at a time in an **asynchronous fashion**: **blocking**, **select()**, **WSAAsyncSelect()**, **WSAEventSelect()**, **overlapped I/O**, and **completion port**. By the chapter's end, we'll review the pros and cons of the various socket modes and I/O models and help you decide which one best meets your application's needs.  All Windows platforms offer blocking and non-blocking socket operating modes. However, not every I/O model is available for every platform. Every I/O model is available on Windows NT and later versions.    **Socket Modes**    As we mentioned, Windows sockets perform I/O operations in two socket operating modes: blocking and non-blocking. In blocking mode, Winsock calls that perform I/O, such as send() and recv() wait until the operation is complete before they return to the program. In non-blocking mode, the Winsock functions return immediately. Applications running on the Windows CE and Windows 95 (with Winsock 1) platforms, which support few of the I/O models, require you to take certain steps with blocking and non-blocking sockets to handle a variety of situations.    **Blocking Mode**    Blocking sockets cause concern because any Winsock API call on a blocking socket can do just that, block for some period of time. Most Winsock applications follow a producer-consumer model in which the application reads (or writes) a specified number of bytes and performs some computation on that data. The following code snippet illustrates this model: |

SOCKET  sock;

char    buff[256];

int     done = 0, nBytes;

...

while(!done)

{

    nBytes = recv(sock, buff, 65);

    if (nBytes == SOCKET\_ERROR)

     {

        printf("recv failed with error %d\n", WSAGetLastError());

        return;

    }

    DoComputationOnData(buff);

}

...

The problem with this code is that the recv() function might never return if no data is pending because the statement says to return only after reading some bytes from the system's input buffer. Some programmers might be tempted to peek for the necessary number of bytes in the system's buffer by using the MSG\_PEEK flag in recv() or by calling ioctlsocket() with the FIONREAD option. Peeking for data without actually reading it is considered bad programming practice and should be avoided at all costs (reading the data actually removes it from the system's buffer). The overhead associated with peeking is great because one or more system calls are necessary just to check the number of bytes available. Then, of course, there is the overhead of making the recv() call that removes the data from the system buffer. To avoid this, you need to prevent the application from totally freezing because of lack of data (either from network problems or from client problems) without continually peeking at the system network buffers. One method is to **separate the application into a reading thread and a computation thread**. Both threads share a common data buffer. Access to this buffer is protected with a synchronization object, such as an **event** or a **mutex**. The purpose of the reading thread is to continually read data from the network and place it in the shared buffer. When the reading thread has read the minimum amount of data necessary for the computation thread to do its work, it can signal an event that notifies the computation thread to begin. The computation thread then removes a chunk of data from the buffer and performs the necessary calculations.

The following section of code illustrates this approach by providing two functions: one responsible for reading network data (ReadThread()) and one for performing the computations on the data (ReadThread()).

#define MAX\_BUFFER\_SIZE    4096

// Initialize critical section (data) and create

// an auto-reset event (hEvent) before creating the two threads

CRITICAL\_SECTION data;

HANDLE           hEvent;

SOCKET           sock;

TCHAR            buff[MAX\_BUFFER\_SIZE];

int              done=0;

// Create and connect sock

...

// Reader thread

void ReadThread(void)

{

            int nTotal = 0,

        nRead = 0,

        nLeft = 0,

        nBytes = 0;

    while (!done)

    {

        nTotal = 0;

        nLeft = NUM\_BYTES\_REQUIRED;

            // However many bytes constitutes enough data for processing (i.e. non-zero)

            while (nTotal != NUM\_BYTES\_REQUIRED)

            {

            EnterCriticalSection(&data);

            nRead = recv(sock, &(buff[MAX\_BUFFER\_SIZE - nBytes]), nLeft, 0);

            if (nRead == -1)

            {

                printf("error\n");

                ExitThread();

            }

            nTotal += nRead;

            nLeft -= nRead;

            nBytes += nRead;

            LeaveCriticalSection(&data);

        }

        SetEvent(hEvent);

    }

}

// Computation thread

void ProcessThread(void)

{

    WaitForSingleObject(hEvent);

    EnterCriticalSection(&data);

    DoSomeComputationOnData(buff);

    // Remove the processed data from the input

    // buffer, and shift the remaining data to the start of the array

    nBytes -= NUM\_BYTES\_REQUIRED;

    LeaveCriticalSection(&data);

}

One drawback of blocking sockets is that communicating via more than one connected socket at a time becomes difficult for the application. Using the foregoing scheme, the application could be modified to have a reading thread and a data processing thread per connected socket. This adds quite a bit of housekeeping overhead, but it is a feasible solution. The only drawback is that the solution does not scale well once you start dealing with a large number of sockets.

**Non-blocking Mode**

The alternative to blocking sockets is non-blocking sockets. Non-blocking sockets are a bit more challenging to use, but they are every bit as powerful as blocking sockets, with a few advantages. The following example illustrates how to create a socket and put it into non-blocking mode.

SOCKET        s;

unsigned long ul = 1;

int           nRet;

s = socket(AF\_INET, SOCK\_STREAM, 0);

nRet = ioctlsocket(s, FIONBIO, (unsigned long \*) &ul);

if (nRet == SOCKET\_ERROR)

{

    // Failed to put the socket into non-blocking mode

}

Once a socket is placed in non-blocking mode, Winsock API calls that deal with sending and receiving data or connection management return immediately. In most cases, these calls fail with the error WSAEWOULDBLOCK, which means that the requested operation did not have time to complete during the call. For example, a call to recv() returns WSAEWOULDBLOCK if no data is pending in the system's input buffer. Often additional calls to the same function are required until it encounters a successful return code. Table 5-2 describes the meaning of WSAEWOULDBLOCK when returned by commonly used Winsock calls.

|  |  |
| --- | --- |
| Table 5-2 WSAEWOULDBLOCK Errors on Non-blocking Sockets | |
| **Function Name** | **Description** |
| WSAAccept() and accept() | The application has not received a connection request. Call again to check for a connection. |
| closesocket() | In most cases, this means that setsockopt was called with the SO\_LINGER option and a nonzero timeout was set. |
| WSAConnect() and connect() | The connection is initiated. Call again to check for completion. |
| WSARecv(), recv(), WSARecvFrom(), and recvfrom() | No data has been received. Check again later. |
| WSASend(), send(), WSASendTo(), and sendto() | No buffer space available for outgoing data. Try again later. |

Because non-blocking calls frequently fail with the WSAEWOULDBLOCK error, you should check all return codes and be prepared for failure at any time. The trap many programmers fall into is that of continually calling a function until it returns a success. For example, placing a call to recv() in a tight loop to read 200 bytes of data is no better than polling a blocking socket with the MSG\_PEEK flag mentioned previously. Winsock's socket I/O models can help an application determine when a socket is available for reading and writing.

Each socket mode, blocking and non-blocking has advantages and disadvantages. Blocking sockets are easier to use from a conceptual standpoint but become difficult to manage when dealing with multiple connected sockets or when data is sent and received in varying amounts and at arbitrary times. On the other hand, non-blocking sockets are more difficult because more code needs to be written to handle the possibility of receiving a WSAEWOULDBLOCK error on every Winsock call. Socket I/O models help applications manage communications on one or more sockets at a time in an asynchronous fashion.

**Socket I/O Models**

Essentially, six types of socket I/O models are available that allow Winsock applications to manage I/O:

1. blocking
2. select()
3. WSAAsyncSelect()
4. WSAEventSelect()
5. overlapped, and
6. completion port

This section explains the features of each I/O model and outlines how to use it to develop an application that can manage one or more socket requests.

Note that technically speaking, there could be a straight non-blocking I/O model, that is, an application that places all sockets into non-blocking mode with ioctlsocket(). However, this soon becomes unmanageable because the application will spend most of its time cycling through socket handles and I/O operations until they succeed.

**The blocking Model**

Most Winsock programmers begin with the blocking model because it is the easiest and most straightforward model. The Winsock samples in Chapter 1 use this model. As we have mentioned, applications following this model typically use one or two threads per socket connection for handling I/O. Each thread will then issue blocking operations, such as send() and recv().

The advantage to the blocking model is its simplicity. For very simple applications and rapid prototyping, this model is very useful. The disadvantage is that it does not scale up to many connections as the creation of more threads consumes valuable system resources.

**The select Model**

The select model is another I/O model widely available in Winsock. We call it the select model because it centers on using the select() function to manage I/O. The design of this model originated on UNIX-based computers featuring Berkeley socket implementations. The select model was incorporated into Winsock 1.1 to allow applications that want to avoid blocking on socket calls the capability to manage multiple sockets in an organized manner. Because Winsock 1.1 is backward-compatible with Berkeley socket implementations, a Berkeley socket application that uses the select() function should technically be able to run without modification.

The select() function can be used to determine if there is data on a socket and if a socket can be written to. The reason for having this function is to prevent your application from blocking on an I/O bound call such as send() or recv() when a socket is in a blocking mode and to prevent the WSAEWOULDBLOCK error when a socket is in a non-blocking mode. The select() function blocks for I/O operations until the conditions specified as parameters are met. The function prototype for select is as follows:

int select(

    int nfds,

    fd\_set FAR \* readfds,

    fd\_set FAR \* writefds,

    fd\_set FAR \* exceptfds,

    const struct timeval FAR \* timeout

);

The first parameter, nfds, is ignored and is included only for compatibility with Berkeley socket applications. You'll notice that there are three fd\_set parameters:

1. One for checking readability (readfds),
2. One for writeability (writefds), and
3. One for out-of-band data (exceptfds).

Essentially, the fd\_set data type represents a collection of sockets. The readfds set identifies sockets that meet one of the following conditions:

1. Data is available for reading.
2. Connection has been closed, reset, or terminated.
3. If listen() has been called and a connection is pending, the accept() function will succeed.

The writefds set identifies sockets in which one of the following is true:

1. Data can be sent.
2. If a non-blocking connect() call is being processed, the connection has succeeded.

Finally, the exceptfds set identifies sockets in which one of the following is true:

1. If a non-blocking connect() call is being processed, the connection attempt failed.
2. OOB data is available for reading.

For example, when you want to test a socket for readability, you must add it to the readfds set and wait for the select() function to complete. When the select() call completes, you have to determine if your socket is still part of the readfds set. If so, the socket is readable, you can begin to retrieve data from it. Any two of the three parameters (readfds, writefds, exceptfds) can be null values (at least one must not be null), and any non-null set must contain at least one socket handle; otherwise, the select() function won't have anything to wait for. The final parameter, timeout, is a pointer to a timeval structure that determines how long the select() function will wait for I/O to complete. If timeout is a null pointer, select() will block indefinitely until at least one descriptor meets the specified criteria. The timeval structure is defined as:

struct timeval

{

    long tv\_sec;

    long tv\_usec;

};

The tv\_sec field indicates how long to wait in seconds; the tv\_usec field indicates how long to wait in milliseconds. The timeout value {0, 0} indicates select() will return immediately, allowing an application to poll on the select() operation. This should be avoided for performance reasons. When select() completes successfully, it returns the total number of socket handles that have I/O operations pending in the fd\_set structures. If the timeval limit expires, it returns 0. If select() fails for any reason, it returns SOCKET\_ERROR.

Before you can begin to use select() to monitor sockets, your application has to set up either one or all of the read, write, and exception fd\_set structures by assigning socket handles to a set. When you assign a socket to one of the sets, you are asking select() to let you know if the I/O activities just described have occurred on a socket. Winsock provides the following set of macros to manipulate and check the fd\_set sets for I/O activity.

1. FD\_ZERO(\*set) - Initializes set to the empty set. A set should always be cleared before using.
2. FD\_CLR(s, \*set) - Removes socket s from set.
3. FD\_ISSET(s, \*set) - Checks to see if s is a member of set and returns TRUE if so.
4. FD\_SET(s, \*set) - Adds socket s to set.

For example, if you want to find out when it is safe to read data from a socket without blocking, simply assign your socket to the fd\_read set using the FD\_SET macro and then call select(). To test whether your socket is still part of the fd\_read set, use the FD\_ISSET macro. The following five steps describe the basic flow of an application that uses select with one or more socket handles:

1. Initialize each fd\_set of interest by using the FD\_ZERO macro.
2. Assign socket handles to each of the fd\_set sets of interest by using the FD\_SET macro.
3. Call the select() function and wait until I/O activity sets one or more of the socket handles in each fd\_set set provided. When select() completes, it returns the total number of socket handles that are set in all of the fd\_set sets and updates each set accordingly.
4. Using the return value of select(), your application can determine which application sockets have I/O pending by checking each fd\_set set using the FD\_ISSET macro.
5. After determining which sockets have I/O pending in each of the sets, process the I/O and go to step 1 to continue the select process.

When select() returns, it modifies each of the fd\_set structures by removing the socket handles that do not have pending I/O operations. This is why you should use the FD\_ISSET macro as in step 4 to determine if a particular socket is part of a set. The following code sample outlines the basic steps needed to set up the select() model for a single socket. Adding more sockets to this application simply involves maintaining a list or an array of additional sockets.

SOCKET  s;

fd\_set  fdread;

int     ret;

// Create a socket, and accept a connection

// Manage I/O on the socket

while(TRUE)

{

    // Always clear the read set before calling select()

    FD\_ZERO(&fdread);

    // Add socket s to the read set

    FD\_SET(s, &fdread);

    if ((ret = select(0, &fdread, NULL, NULL, NULL)) == SOCKET\_ERROR)

    {

        // Error condition

    }

    if (ret > 0)

    {

        // For this simple case, select() should return

        // the value 1. An application dealing with

        // more than one socket could get a value

        // greater than 1. At this point, your

        // application should check to see whether the socket is part of a set.

        if (FD\_ISSET(s, &fdread))

        {

            // A read event has occurred on socket s

        }

    }

}

The advantage of using select() is the capability to multiplex connections and I/O on many sockets from a single thread. This prevents the explosion of threads associated with blocking sockets and multiple connections. The disadvantage is the **maximum number of sockets** that may be added to the fd\_set structures. By default, the maximum is defined as FD\_SETSIZE, which is defined in WINSOCK2.H as 64. To increase this limit, an application might define FD\_SETSIZE to something large. This define must appear before including WINSOCK2.H. Also, the underlying provider imposes an arbitrary maximum fd\_set size, which typically is 1024 but is not guaranteed to be. Finally, for a large FD\_SETSIZE, consider the performance hit of setting 1000 sockets before calling select() followed by checking whether each of those 1000 sockets is set after the call returns.

|  |
| --- |
| The select() Program Example   The following program example demonstrates the use of select() for server/receiver program.  Winsock 2 socket I/O Methods: A program example demonstrates the use of select() for server/receiver program - Create a new empty Win32 console mode application and add the project/solution name.   Add the following source code. |

 // Description:

//

//    This sample illustrates how to develop a simple echo server Winsock

//    application using the select() API I/O model. This sample is

//    implemented as a console-style application and simply prints

//    messages when connections are established and removed from the server.

//    The application listens for TCP connections on port 5150 and accepts

//    them as they arrive. When this application receives data from a client,

//    it simply echos (this is why we call it an echo server) the data back in

//    it's original form until the client closes the connection.

//

//    Note: There are no command line options for this sample.

//

// Link to ws2\_32.lib

#include <winsock2.h>

#include <windows.h>

#include <stdio.h>

#define PORT 5150

#define DATA\_BUFSIZE 8192

typedef struct \_SOCKET\_INFORMATION {

   CHAR Buffer[DATA\_BUFSIZE];

   WSABUF DataBuf;

   SOCKET Socket;

   OVERLAPPED Overlapped;

   DWORD BytesSEND;

   DWORD BytesRECV;

} SOCKET\_INFORMATION, \* LPSOCKET\_INFORMATION;

// Prototypes

BOOL CreateSocketInformation(SOCKET s);

void FreeSocketInformation(DWORD Index);

// Global var

DWORD TotalSockets = 0;

LPSOCKET\_INFORMATION SocketArray[FD\_SETSIZE];

int main(int argc, char \*\*argv)

{

   SOCKET ListenSocket;

   SOCKET AcceptSocket;

   SOCKADDR\_IN InternetAddr;

   WSADATA wsaData;

   INT Ret;

   FD\_SET WriteSet;

   FD\_SET ReadSet;

   DWORD i;

   DWORD Total;

   ULONG NonBlock;

   DWORD Flags;

   DWORD SendBytes;

   DWORD RecvBytes;

   if ((Ret = WSAStartup(0x0202,&wsaData)) != 0)

   {

      printf("WSAStartup() failed with error %d\n", Ret);

      WSACleanup();

      return 1;

   }

   else

      printf("WSAStartup() is fine!\n");

   // Prepare a socket to listen for connections

   if ((ListenSocket = WSASocket(AF\_INET, SOCK\_STREAM, 0, NULL, 0, WSA\_FLAG\_OVERLAPPED)) == INVALID\_SOCKET)

   {

      printf("WSASocket() failed with error %d\n", WSAGetLastError());

      return 1;

   }

   else

      printf("WSASocket() is OK!\n");

   InternetAddr.sin\_family = AF\_INET;

   InternetAddr.sin\_addr.s\_addr = htonl(INADDR\_ANY);

   InternetAddr.sin\_port = htons(PORT);

   if (bind(ListenSocket, (PSOCKADDR) &InternetAddr, sizeof(InternetAddr)) == SOCKET\_ERROR)

   {

      printf("bind() failed with error %d\n", WSAGetLastError());

      return 1;

   }

   else

               printf("bind() is OK!\n");

   if (listen(ListenSocket, 5))

   {

      printf("listen() failed with error %d\n", WSAGetLastError());

      return 1;

   }

   else

               printf("listen() is OK!\n");

   // Change the socket mode on the listening socket from blocking to

   // non-block so the application will not block waiting for requests

   NonBlock = 1;

   if (ioctlsocket(ListenSocket, FIONBIO, &NonBlock) == SOCKET\_ERROR)

   {

      printf("ioctlsocket() failed with error %d\n", WSAGetLastError());

      return 1;

   }

   else

      printf("ioctlsocket() is OK!\n");

   while(TRUE)

   {

      // Prepare the Read and Write socket sets for network I/O notification

      FD\_ZERO(&ReadSet);

      FD\_ZERO(&WriteSet);

      // Always look for connection attempts

      FD\_SET(ListenSocket, &ReadSet);

      // Set Read and Write notification for each socket based on the

      // current state the buffer.  If there is data remaining in the

      // buffer then set the Write set otherwise the Read set

      for (i = 0; i < TotalSockets; i++)

         if (SocketArray[i]->BytesRECV > SocketArray[i]->BytesSEND)

            FD\_SET(SocketArray[i]->Socket, &WriteSet);

         else

            FD\_SET(SocketArray[i]->Socket, &ReadSet);

      if ((Total = select(0, &ReadSet, &WriteSet, NULL, NULL)) == SOCKET\_ERROR)

      {

         printf("select() returned with error %d\n", WSAGetLastError());

         return 1;

      }

      else

         printf("select() is OK!\n");

      // Check for arriving connections on the listening socket.

      if (FD\_ISSET(ListenSocket, &ReadSet))

      {

         Total--;

         if ((AcceptSocket = accept(ListenSocket, NULL, NULL)) != INVALID\_SOCKET)

         {

            // Set the accepted socket to non-blocking mode so the server will

            // not get caught in a blocked condition on WSASends

            NonBlock = 1;

            if (ioctlsocket(AcceptSocket, FIONBIO, &NonBlock) == SOCKET\_ERROR)

            {

               printf("ioctlsocket(FIONBIO) failed with error %d\n", WSAGetLastError());

               return 1;

            }

            else

               printf("ioctlsocket(FIONBIO) is OK!\n");

            if (CreateSocketInformation(AcceptSocket) == FALSE)

            {

                 printf("CreateSocketInformation(AcceptSocket) failed!\n");

                 return 1;

            }

            else

                printf("CreateSocketInformation() is OK!\n");

         }

         else

         {

            if (WSAGetLastError() != WSAEWOULDBLOCK)

            {

               printf("accept() failed with error %d\n", WSAGetLastError());

               return 1;

            }

            else

               printf("accept() is fine!\n");

         }

      }

      // Check each socket for Read and Write notification until the number

      // of sockets in Total is satisfied

      for (i = 0; Total > 0 && i < TotalSockets; i++)

      {

         LPSOCKET\_INFORMATION SocketInfo = SocketArray[i];

         // If the ReadSet is marked for this socket then this means data

         // is available to be read on the socket

         if (FD\_ISSET(SocketInfo->Socket, &ReadSet))

         {

            Total--;

            SocketInfo->DataBuf.buf = SocketInfo->Buffer;

            SocketInfo->DataBuf.len = DATA\_BUFSIZE;

            Flags = 0;

            if (WSARecv(SocketInfo->Socket, &(SocketInfo->DataBuf), 1, &RecvBytes, &Flags, NULL, NULL) == SOCKET\_ERROR)

            {

               if (WSAGetLastError() != WSAEWOULDBLOCK)

               {

                  printf("WSARecv() failed with error %d\n", WSAGetLastError());

                  FreeSocketInformation(i);

               }

               else

                  printf("WSARecv() is OK!\n");

               continue;

            }

            else

            {

               SocketInfo->BytesRECV = RecvBytes;

               // If zero bytes are received, this indicates the peer closed the connection.

               if (RecvBytes == 0)

               {

                  FreeSocketInformation(i);

                  continue;

               }

            }

         }

         // If the WriteSet is marked on this socket then this means the internal

         // data buffers are available for more data

         if (FD\_ISSET(SocketInfo->Socket, &WriteSet))

         {

            Total--;

            SocketInfo->DataBuf.buf = SocketInfo->Buffer + SocketInfo->BytesSEND;

            SocketInfo->DataBuf.len = SocketInfo->BytesRECV - SocketInfo->BytesSEND;

            if (WSASend(SocketInfo->Socket, &(SocketInfo->DataBuf), 1, &SendBytes, 0, NULL, NULL) == SOCKET\_ERROR)

            {

               if (WSAGetLastError() != WSAEWOULDBLOCK)

               {

                  printf("WSASend() failed with error %d\n", WSAGetLastError());

                  FreeSocketInformation(i);

               }

               else

                  printf("WSASend() is OK!\n");

               continue;

            }

            else

            {

               SocketInfo->BytesSEND += SendBytes;

               if (SocketInfo->BytesSEND == SocketInfo->BytesRECV)

               {

                  SocketInfo->BytesSEND = 0;

                  SocketInfo->BytesRECV = 0;

               }

            }

         }

      }

   }

}

BOOL CreateSocketInformation(SOCKET s)

{

   LPSOCKET\_INFORMATION SI;

   printf("Accepted socket number %d\n", s);

   if ((SI = (LPSOCKET\_INFORMATION) GlobalAlloc(GPTR, sizeof(SOCKET\_INFORMATION))) == NULL)

   {

      printf("GlobalAlloc() failed with error %d\n", GetLastError());

      return FALSE;

   }

   else

      printf("GlobalAlloc() for SOCKET\_INFORMATION is OK!\n");

   // Prepare SocketInfo structure for use

   SI->Socket = s;

   SI->BytesSEND = 0;

   SI->BytesRECV = 0;

   SocketArray[TotalSockets] = SI;

   TotalSockets++;

   return(TRUE);

}

void FreeSocketInformation(DWORD Index)

{

   LPSOCKET\_INFORMATION SI = SocketArray[Index];

   DWORD i;

   closesocket(SI->Socket);

   printf("Closing socket number %d\n", SI->Socket);

   GlobalFree(SI);

   // Squash the socket array

   for (i = Index; i < TotalSockets; i++)

   {

      SocketArray[i] = SocketArray[i + 1];

   }

   TotalSockets--;

}

Build and run the project. The following screenshot is a sample output.

![Winsock 2 socket I/O Methods: A program example demonstrates the use of select() for server/receiver program - Running the program without any argument, program is waiting for connection.](data:image/png;base64,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)

# The Client Test Program Example

The following program example is a client that will be used to test all the server/receiver program created in this chapter. This program uses TCP protocol.
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Add the following source code.

 // Description:

//    This sample is the echo client. It connects to the TCP server,

//    sends data, and reads data back from the server.

//

// Command Line Options:

//    client [-p:x] [-s:IP] [-n:x] [-o]

//           -p:x      Remote port to send to

//           -s:IP     Server's IP address or hostname

//           -n:x      Number of times to send message

//           -o        Send messages only; don't receive

//

// Link to ws2\_32.lib

#include <winsock2.h>

#include <stdio.h>

#include <stdlib.h>

#define DEFAULT\_COUNT       20

#define DEFAULT\_PORT        5150

#define DEFAULT\_BUFFER      2048

#define DEFAULT\_MESSAGE     "\'A test message from client\'"

char  szServer[128],                          // Server to connect to

      szMessage[1024];                      // Message to send to sever

int   iPort     = DEFAULT\_PORT;    // Port on server to connect to

DWORD dwCount   = DEFAULT\_COUNT; // Number of times to send message

BOOL  bSendOnly = FALSE;                        // Send data only; don't receive

// Function: usage:

// Description: Print usage information and exit

void usage()

{

    printf("Chapter5TestClient: client [-p:x] [-s:IP] [-n:x] [-o]\n\n");

    printf("       -p:x      Remote port to send to\n");

    printf("       -s:IP     Server's IP address or hostname\n");

    printf("       -n:x      Number of times to send message\n");

    printf("       -o        Send messages only; don't receive\n");

    printf("\n");

}

// Function: ValidateArgs

// Description:

//    Parse the command line arguments, and set some global flags

//    to indicate what actions to perform

void ValidateArgs(int argc, char \*\*argv)

{

    int    i;

    for(i = 1; i < argc; i++)

    {

        if ((argv[i][0] == '-') || (argv[i][0] == '/'))

        {

            switch (tolower(argv[i][1]))

            {

                case 'p':        // Remote port

                    if (strlen(argv[i]) > 3)

                        iPort = atoi(&argv[i][3]);

                    break;

                case 's':       // Server

                    if (strlen(argv[i]) > 3)

                        strcpy\_s(szServer, sizeof(szServer),&argv[i][3]);

                    break;

                case 'n':       // Number of times to send message

                    if (strlen(argv[i]) > 3)

                        dwCount = atol(&argv[i][3]);

                    break;

                case 'o':       // Only send message; don't receive

                    bSendOnly = TRUE;

                    break;

                default:

                    usage();

                    break;

            }

        }

    }

}

// Function: main

// Description:

//    Main thread of execution. Initialize Winsock, parse the

//    command line arguments, create a socket, connect to the

//    server, and then send and receive data.

int main(int argc, char \*\*argv)

{

    WSADATA       wsd;

    SOCKET        sClient;

    char          szBuffer[DEFAULT\_BUFFER];

    int           ret, i;

    struct sockaddr\_in server;

    struct hostent    \*host = NULL;

            if(argc < 2)

            {

                        usage();

                        exit(1);

            }

    // Parse the command line and load Winsock

    ValidateArgs(argc, argv);

    if (WSAStartup(MAKEWORD(2,2), &wsd) != 0)

    {

        printf("Failed to load Winsock library! Error %d\n", WSAGetLastError());

        return 1;

    }

    else

        printf("Winsock library loaded successfully!\n");

    strcpy\_s(szMessage, sizeof(szMessage),DEFAULT\_MESSAGE);

    // Create the socket, and attempt to connect to the server

    sClient = socket(AF\_INET, SOCK\_STREAM, IPPROTO\_TCP);

    if (sClient == INVALID\_SOCKET)

    {

        printf("socket() failed with error code %d\n", WSAGetLastError());

        return 1;

    }

    else

        printf("socket() looks fine!\n");

    server.sin\_family = AF\_INET;

    server.sin\_port = htons(iPort);

    server.sin\_addr.s\_addr = inet\_addr(szServer);

    // If the supplied server address wasn't in the form

    // "aaa.bbb.ccc.ddd" it's a hostname, so try to resolve it

    if (server.sin\_addr.s\_addr == INADDR\_NONE)

    {

        host = gethostbyname(szServer);

        if (host == NULL)

        {

            printf("Unable to resolve server %s\n", szServer);

            return 1;

        }

        else

            printf("The hostname resolved successfully!\n");

        CopyMemory(&server.sin\_addr, host->h\_addr\_list[0], host->h\_length);

    }

    if (connect(sClient, (struct sockaddr \*)&server, sizeof(server)) == SOCKET\_ERROR)

    {

        printf("connect() failed with error code %d\n", WSAGetLastError());

        return 1;

    }

    else

        printf("connect() is pretty damn fine!\n");

    // Send and receive data

    printf("Sending and receiving data if any...\n");

    for(i = 0; i < (int)dwCount; i++)

    {

        ret = send(sClient, szMessage, strlen(szMessage), 0);

        if (ret == 0)

            break;

        else if (ret == SOCKET\_ERROR)

        {

            printf("send() failed with error code %d\n", WSAGetLastError());

            break;

        }

        printf("send() should be fine. Send %d bytes\n", ret);

        if (!bSendOnly)

        {

            ret = recv(sClient, szBuffer, DEFAULT\_BUFFER, 0);

            if (ret == 0)        // Graceful close

            {

                   printf("It is a graceful close!\n");

                   break;

            }

            else if (ret == SOCKET\_ERROR)

            {

                printf("recv() failed with error code %d\n", WSAGetLastError());

                break;

            }

            szBuffer[ret] = '\0';

            printf("recv() is OK. Received %d bytes: %s\n", ret, szBuffer);

           }

    }

    if(closesocket(sClient) == 0)

            printf("closesocket() is OK!\n");

    else

            printf("closesocket() failed with error code %d\n", WSAGetLastError());

    if (WSACleanup() == 0)

            printf("WSACleanup() is fine!\n");

    else

            printf("WSACleanup() failed with error code %d\n", WSAGetLastError());

    return 0;

}

Build and run the project. The following screenshot is a sample output.

![Winsock 2 socket I/O Methods: The Client Test Program Example - a sample output of the select() client program](data:image/png;base64,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)

|  |
| --- |
| **The Client-server Testing**    We will test the client and server communication. Firstly we run the server.    Winsock 2 socket I/O Methods: Running the select() server program    Then we run the client form local computer in the same subnet.    Winsock 2 socket I/O Methods: Running the select() client program |

The previous server screenshot sample output is shown below.
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**The WSAAsyncSelect() Model**

Winsock provides a useful asynchronous I/O model that allows an application to receive Windows message–based notification of network events on a socket. This is accomplished by calling the WSAAsyncSelect() function after creating a socket. Before we continue, however, we need to make one subtle distinction. The WSAAsyncSelect() and WSAEventSelect() models provide asynchronous notification of the capability to read or write data. It does not provide asynchronous data transfer like the overlapped and completion port models.

This model originally existed in Winsock 1.1 implementations to help application programmers cope with the cooperative multitasking message-based environment of 16-bit Windows platforms, such as Windows for Workgroups. Applications can still benefit from this model, especially if they manage window messages in a standard Windows procedure, usually referred to as a winproc. This model is also used by the Microsoft Foundation Class (MFC) CSocket object.

**Message Notification**

To use the WSAAsyncSelect() model, your application must first create a window using the CreateWindow() function and supply a window procedure (winproc) support function for it. You can also use a dialog box with a dialog procedure instead of a window because dialog boxes are windows. For our purposes, we will demonstrate this model using a simple window with a supporting window procedure. Once you have set up the window infrastructure, you can begin creating sockets and turning on window message notification by calling the WSAAsyncSelect() function, which is defined as:

int WSAAsyncSelect(

    SOCKET s,

    HWND hWnd,

    unsigned int wMsg,

    long lEvent

);

The s parameter represents the socket we are interested in. The hWnd parameter is a window handle identifying the window or the dialog box that receives a message when a network event occurs. The wMsg parameter identifies the message to be received when a network event occurs. This message is posted to the window that is identified by the hWnd window handle. Applications usually set this message to a value greater than the Windows WM\_USER value to avoid confusing a network window message with a predefined standard window message. The last parameter, lEvent, represents a bitmask that specifies a combination of network events, listed in Table 5-3, that the application is interested in. Most applications are typically interested in the FD\_READ, FD\_WRITE, FD\_ACCEPT, FD\_CONNECT, and FD\_CLOSE network event types. Of course, the use of the FD\_ACCEPT or the FD\_CONNECT type depends on whether your application is a client or a server. If your application is interested in more than one network event, simply set this field by performing a bitwise OR on the types and assigning them to lEvent. For example:

WSAAsyncSelect(s, hwnd, WM\_SOCKET, FD\_CONNECT │ FD\_READ │ FD\_WRITE │ FD\_CLOSE);

This allows our application to get connect, send, receive, and socket-closure network event notifications on socket s. It is impossible to register multiple events one at a time on the socket. Also note that once you turn on event notification on a socket, it remains on unless the socket is closed by a call to closesocket or the application changes the registered network event types by calling WSAAsyncSelect() (again, on the socket). Setting the lEvent parameter to 0 effectively stops all network event notification on the socket.

When your application calls WSAAsyncSelect() on a socket, the socket mode is automatically changed from blocking to the non-blocking mode that we described previously. As a result, if a Winsock I/O call such as WSARecv() is called and has to wait for data, it will fail with error WSAEWOULDBLOCK. To avoid this error, applications should rely on the user-defined window message specified in the wMsg parameter of WSAAsyncSelect() to indicate when network event types occur on the socket.

|  |  |
| --- | --- |
| Table 5-3 Network Event Types for the WSAAsyncSelect() Function | |
| **Event Type** | **Meaning** |
| FD\_READ | The application wants to receive notification of readiness for reading. |
| FD\_WRITE | The application wants to receive notification of readiness for writing. |
| FD\_OOB | The application wants to receive notification of the arrival of OOB data. |
| FD\_ACCEPT | The application wants to receive notification of incoming connections. |
| FD\_CONNECT | The application wants to receive notification of a completed connection or a multipoint join operation. |
| FD\_CLOSE | The application wants to receive notification of socket closure. |
| FD\_QOS | The application wants to receive notification of socket QOS changes. |
| FD\_GROUP\_QOS | The application wants to receive notification of socket group QOS changes (reserved for future use with socket groups). |
| FD\_ROUTING\_INTERFACE\_CHANGE | The application wants to receive notification of routing interface changes for the specified destination(s). |
| FD\_ADDRESS\_LIST\_CHANGE | The application wants to receive notification of local address list changes for the socket's protocol family. |

After your application successfully calls WSAAsyncSelect() on a socket, the application begins to receive network event notification as Windows messages in the window procedure associated with the hWnd parameter window handle. A window procedure is normally defined as:

LRESULT CALLBACK WindowProc(

    HWND hWnd,

    UINT uMsg,

    WPARAM wParam,

    LPARAM lParam

);

The hWnd parameter is a handle to the window that invoked the window procedure. The uMsg parameter indicates which message needs to be processed. In your case, you will be looking for the message defined in the WSAAsyncSelect() call. The wParam parameter identifies the socket on which a network event has occurred. This is important if you have more than one socket assigned to this window procedure. The lParam parameter contains two important pieces of information, the low word of lParam specifies the network event that has occurred, and the high word of lParam contains any error code.

When network event messages arrive at a window procedure, the application should first check the lParam high-word bits to determine whether a network error has occurred on the socket. There is a special macro, WSAGETSELECTERROR, that returns the value of the high-word bits error information. After the application has verified that no error occurred on the socket, the application should determine which network event type caused the Windows message to fire by reading the low-word bits of lParam. Another special macro, WSAGETSELECTEVENT, returns the value of the low-word portion of lParam.

The following example demonstrates how to manage window messages when using the WSAAsyncSelect() I/O model. The code highlights the steps needed to develop a basic server application and removes the programming details of developing a fully featured Windows application.

#define WM\_SOCKET WM\_USER + 1

#include <winsock2.h>

#include <windows.h>

int WINAPI WinMain(HINSTANCE hInstance, HINSTANCE hPrevInstance, LPSTR lpCmdLine, int nCmdShow)

{

    WSADATA wsd;

    SOCKET Listen;

    SOCKADDR\_IN InternetAddr;

    HWND Window;

    // Create a window and assign the ServerWinProc below to it

    Window = CreateWindow();

    // Start Winsock and create a socket

    WSAStartup(MAKEWORD(2, 2), &wsd);

    Listen = socket (AF\_INET, SOCK\_STREAM, IPPROTO\_TCP);

    // Bind the socket to port 5150 and begin listening for connections

    InternetAddr.sin\_family = AF\_INET;

    InternetAddr.sin\_addr.s\_addr = htonl(INADDR\_ANY);

    InternetAddr.sin\_port = htons(5150);

    bind(Listen, (PSOCKADDR) &InternetAddr, sizeof(InternetAddr));

    // Set up window message notification on

    // the new socket using the WM\_SOCKET define above

    WSAAsyncSelect(Listen, Window, WM\_SOCKET, FD\_ACCEPT │ FD\_CLOSE);

    listen(Listen, 5);

    // Translate and dispatch window messages until the application terminates

    while (1)

{

     // ...

}

}

BOOL CALLBACK ServerWinProc(HWND hDlg, UINT wMsg, WPARAM wParam, LPARAM lParam)

{

    SOCKET Accept;

    switch(wMsg)

    {

        case WM\_PAINT:

            // Process window paint messages

            break;

        case WM\_SOCKET:

            // Determine whether an error occurred on the

            // socket by using the WSAGETSELECTERROR() macro

            if (WSAGETSELECTERROR(lParam))

            {

                 // Display the error and close the socket

                closesocket( (SOCKET) wParam);

                break;

            }

            // Determine what event occurred on the socket

            switch(WSAGETSELECTEVENT(lParam))

            {

                case FD\_ACCEPT:

                    // Accept an incoming connection

                    Accept = accept(wParam, NULL, NULL);

                    // Prepare accepted socket for read, write, and close notification

                    WSAAsyncSelect(Accept, hDlg, WM\_SOCKET, FD\_READ │ FD\_WRITE │ FD\_CLOSE);

                    break;

                case FD\_READ:

                    // Receive data from the socket in wParam

                    break;

                case FD\_WRITE:

                    // The socket in wParam is ready for sending data

                    break;

                case FD\_CLOSE:

                    // The connection is now closed

                    closesocket((SOCKET)wParam);

                    break;

            }

            break;

    }

    return TRUE;

}

One final detail worth noting is how applications should process FD\_WRITE event notifications. FD\_WRITE notifications are sent under only three conditions:

1. After a socket is first connected with connect or WSAConnect().
2. After a socket is accepted with accept or WSAAccept().
3. When a send(), WSASend(), sendto(), or WSASendTo() operation fails with WSAEWOULDBLOCK and buffer space becomes available.

Therefore, an application should assume that sends are always possible on a socket starting from the first FD\_WRITE message and lasting until a send(), WSASend(), sendto, or WSASendTo() returns the socket error WSAEWOULDBLOCK. After such failure, another FD\_WRITE message notifies the application that sends are once again possible.

The WSAAsyncSelect() model offers many advantages; foremost is the capability to handle many connections simultaneously without much overhead, unlike the select model's requirement of setting up the fd\_set structures. The disadvantages are having to use a window if your application requires no windows (such as a service or console application). Also, having a single window procedure to service all the events on thousands of socket handles can become a performance bottleneck (meaning this model doesn't scale very well).

**The WSAAsyncSelect() Model Program Example**

The following example shows a server which implementing the WSAAsyncSelect() model.
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Add the following source code.

// Description:

//

//    This sample illustrates how to develop a simple echo server Winsock

//    application using the WSAAsyncSelect() I/O model. This sample is

//    implemented as a console-style application (to reduce the programming

//    complexity of writing a real Windows application) and simply prints

//    messages when connections are established and removed from the server.

//    The application listens for TCP connections on port 5150 and accepts them

//    as they arrive. When this application receives data from a client, it

//    simply echoes the data back in it's original form until the client

//            closes the connection.

//

//    Since the WSAAsyncSelect I/O model requires an application to manage

//    window messages when network event occur, this application creates

//    a window for the I/O model only. The window stays hidden during the

//    entire execution of this application.

//

//    Note: There are no command line options for this sample.

//

// Discard unnecessary/unused headers

#define WIN32\_LEAN\_AND\_MEAN

// Take note that windows.h already contained winsock.h! And by

// putting winsock2.h first, it will block the winsock.h re-inclusion

// Link to ws2\_32.lib

#include <winsock2.h>

#include <windows.h>

#include <stdio.h>

#include <conio.h>

#define PORT 5150

#define DATA\_BUFSIZE 8192

// typedef definition

typedef struct \_SOCKET\_INFORMATION {

   BOOL RecvPosted;

   CHAR Buffer[DATA\_BUFSIZE];

   WSABUF DataBuf;

   SOCKET Socket;

   DWORD BytesSEND;

   DWORD BytesRECV;

   struct \_SOCKET\_INFORMATION \*Next;

} SOCKET\_INFORMATION, \*LPSOCKET\_INFORMATION;

#define WM\_SOCKET (WM\_USER + 1)

// Prototypes

void CreateSocketInformation(SOCKET s);

LPSOCKET\_INFORMATION GetSocketInformation(SOCKET s);

void FreeSocketInformation(SOCKET s);

HWND MakeWorkerWindow(void);

LRESULT CALLBACK WindowProc(HWND hwnd, UINT uMsg, WPARAM wParam, LPARAM lParam);

// Global var

LPSOCKET\_INFORMATION SocketInfoList;

int main(int argc, char \*\*argv)

{

   MSG msg;

   DWORD Ret;

   SOCKET Listen;

   SOCKADDR\_IN InternetAddr;

   HWND Window;

   WSADATA wsaData;

   if ((Window = MakeWorkerWindow()) == NULL)

   {

      printf("MakeWorkerWindow() failed!\n");

      return 1;

   }

   else

      printf("MakeWorkerWindow() is OK!\n");

   // Prepare echo server

   if (WSAStartup((2,2), &wsaData) != 0)

   {

      printf("WSAStartup() failed with error %d\n", WSAGetLastError());

      return 1;

   }

   else

      printf("WSAStartup() is OK!\n");

   if ((Listen = socket(PF\_INET, SOCK\_STREAM, 0)) == INVALID\_SOCKET)

   {

      printf("socket() failed with error %d\n", WSAGetLastError());

      return 1;

   }

   else

      printf("socket() is pretty fine!\n");

   if(WSAAsyncSelect(Listen, Window, WM\_SOCKET, FD\_ACCEPT|FD\_CLOSE) == 0)

      printf("WSAAsyncSelect() is OK lol!\n");

   else

      printf("WSAAsyncSelect() failed with error code %d\n", WSAGetLastError());

   InternetAddr.sin\_family = AF\_INET;

   InternetAddr.sin\_addr.s\_addr = htonl(INADDR\_ANY);

   InternetAddr.sin\_port = htons(PORT);

   if (bind(Listen, (PSOCKADDR) &InternetAddr, sizeof(InternetAddr)) == SOCKET\_ERROR)

   {

      printf("bind() failed with error %d\n", WSAGetLastError());

      return 1;

   }

   else

      printf("bind() is OK maaa!\n");

   if (listen(Listen, 5))

   {

      printf("listen() failed with error %d\n", WSAGetLastError());

      return 1;

   }

   else

      printf("listen() is also OK! I am listening now...\n");

   // Translate and dispatch window messages for the application thread

   while(Ret = GetMessage(&msg, NULL, 0, 0))

   {

      if (Ret == -1)

      {

         printf("\nGetMessage() failed with error %d\n", GetLastError());

         return 1;

      }

      else

        printf("\nGetMessage() is pretty fine!\n");

      printf("Translating a message...\n");

      TranslateMessage(&msg);

      printf("Dispatching a message...\n");

      DispatchMessage(&msg);

   }

}

LRESULT CALLBACK WindowProc(HWND hwnd, UINT uMsg, WPARAM wParam, LPARAM lParam)

{

   SOCKET Accept;

   LPSOCKET\_INFORMATION SocketInfo;

   DWORD RecvBytes;

   DWORD SendBytes;

   DWORD Flags;

   if (uMsg == WM\_SOCKET)

   {

      if (WSAGETSELECTERROR(lParam))

      {

         printf("Socket failed with error %d\n", WSAGETSELECTERROR(lParam));

         FreeSocketInformation(wParam);

      }

      else

      {

         printf("Socket looks fine!\n");

         switch(WSAGETSELECTEVENT(lParam))

         {

            case FD\_ACCEPT:

               if ((Accept = accept(wParam, NULL, NULL)) == INVALID\_SOCKET)

               {

                  printf("accept() failed with error %d\n", WSAGetLastError());

                  break;

               }

               else

                  printf("accept() is OK!\n");

               // Create a socket information structure to associate with the socket for processing I/O

               CreateSocketInformation(Accept);

               printf("Socket number %d connected\n", Accept);

               WSAAsyncSelect(Accept, hwnd, WM\_SOCKET, FD\_READ|FD\_WRITE|FD\_CLOSE);

               break;

            case FD\_READ:

               SocketInfo = GetSocketInformation(wParam);

               // Read data only if the receive buffer is empty

               if (SocketInfo->BytesRECV != 0)

               {

                  SocketInfo->RecvPosted = TRUE;

                  return 0;

               }

               else

               {

                  SocketInfo->DataBuf.buf = SocketInfo->Buffer;

                  SocketInfo->DataBuf.len = DATA\_BUFSIZE;

                  Flags = 0;

                  if (WSARecv(SocketInfo->Socket, &(SocketInfo->DataBuf), 1, &RecvBytes,

                     &Flags, NULL, NULL) == SOCKET\_ERROR)

                  {

                     if (WSAGetLastError() != WSAEWOULDBLOCK)

                     {

                        printf("WSARecv() failed with error %d\n", WSAGetLastError());

                        FreeSocketInformation(wParam);

                        return 0;

                     }

                  }

                  else // No error so update the byte count

                  {

                     printf("WSARecv() is OK!\n");

                     SocketInfo->BytesRECV = RecvBytes;

                  }

               }

               // DO NOT BREAK HERE SINCE WE GOT A SUCCESSFUL RECV. Go ahead

               // and begin writing data to the client

            case FD\_WRITE:

               SocketInfo = GetSocketInformation(wParam);

               if (SocketInfo->BytesRECV > SocketInfo->BytesSEND)

               {

                  SocketInfo->DataBuf.buf = SocketInfo->Buffer + SocketInfo->BytesSEND;

                  SocketInfo->DataBuf.len = SocketInfo->BytesRECV - SocketInfo->BytesSEND;

                  if (WSASend(SocketInfo->Socket, &(SocketInfo->DataBuf), 1, &SendBytes, 0,

                     NULL, NULL) == SOCKET\_ERROR)

                  {

                     if (WSAGetLastError() != WSAEWOULDBLOCK)

                     {

                        printf("WSASend() failed with error %d\n", WSAGetLastError());

                        FreeSocketInformation(wParam);

                        return 0;

                     }

                  }

                  else // No error so update the byte count

                  {

                     printf("WSASend() is OK!\n");

                     SocketInfo->BytesSEND += SendBytes;

                  }

               }

               if (SocketInfo->BytesSEND == SocketInfo->BytesRECV)

               {

                  SocketInfo->BytesSEND = 0;

                  SocketInfo->BytesRECV = 0;

                  // If a RECV occurred during our SENDs then we need to post an FD\_READ notification on the socket

                  if (SocketInfo->RecvPosted == TRUE)

                  {

                     SocketInfo->RecvPosted = FALSE;

                     PostMessage(hwnd, WM\_SOCKET, wParam, FD\_READ);

                  }

               }

               break;

            case FD\_CLOSE:

               printf("Closing socket %d\n", wParam);

               FreeSocketInformation(wParam);

               break;

         }

      }

      return 0;

   }

   return DefWindowProc(hwnd, uMsg, wParam, lParam);

}

void CreateSocketInformation(SOCKET s)

{

   LPSOCKET\_INFORMATION SI;

   if ((SI = (LPSOCKET\_INFORMATION) GlobalAlloc(GPTR, sizeof(SOCKET\_INFORMATION))) == NULL)

   {

      printf("GlobalAlloc() failed with error %d\n", GetLastError());

      return;

   }

   else

     printf("GlobalAlloc() for SOCKET\_INFORMATION is OK!\n");

   // Prepare SocketInfo structure for use

   SI->Socket = s;

   SI->RecvPosted = FALSE;

   SI->BytesSEND = 0;

   SI->BytesRECV = 0;

   SI->Next = SocketInfoList;

   SocketInfoList = SI;

}

LPSOCKET\_INFORMATION GetSocketInformation(SOCKET s)

{

   SOCKET\_INFORMATION \*SI = SocketInfoList;

   while(SI)

   {

      if (SI->Socket == s)

         return SI;

      SI = SI->Next;

   }

   return NULL;

}

void FreeSocketInformation(SOCKET s)

{

   SOCKET\_INFORMATION \*SI = SocketInfoList;

   SOCKET\_INFORMATION \*PrevSI = NULL;

   while(SI)

   {

      if (SI->Socket == s)

      {

         if (PrevSI)

            PrevSI->Next = SI->Next;

         else

            SocketInfoList = SI->Next;

         closesocket(SI->Socket);

         GlobalFree(SI);

         return;

      }

      PrevSI = SI;

      SI = SI->Next;

   }

}

HWND MakeWorkerWindow(void)

{

   WNDCLASS wndclass;

   CHAR \*ProviderClass = "AsyncSelect";

   HWND Window;

   wndclass.style = CS\_HREDRAW | CS\_VREDRAW;

   wndclass.lpfnWndProc = (WNDPROC)WindowProc;

   wndclass.cbClsExtra = 0;

   wndclass.cbWndExtra = 0;

   wndclass.hInstance = NULL;

   wndclass.hIcon = LoadIcon(NULL, IDI\_APPLICATION);

   wndclass.hCursor = LoadCursor(NULL, IDC\_ARROW);

   wndclass.hbrBackground = (HBRUSH) GetStockObject(WHITE\_BRUSH);

   wndclass.lpszMenuName = NULL;

   wndclass.lpszClassName = (LPCWSTR)ProviderClass;

   if (RegisterClass(&wndclass) == 0)

   {

      printf("RegisterClass() failed with error %d\n", GetLastError());

      return NULL;

   }

   else

      printf("RegisterClass() is OK!\n");

   // Create a window

   if ((Window = CreateWindow(

      (LPCWSTR)ProviderClass,

      L"",

      WS\_OVERLAPPEDWINDOW,

      CW\_USEDEFAULT,

      CW\_USEDEFAULT,

      CW\_USEDEFAULT,

      CW\_USEDEFAULT,

      NULL,

      NULL,

      NULL,

      NULL)) == NULL)

   {

      printf("CreateWindow() failed with error %d\n", GetLastError());

      return NULL;

   }

   else

      printf("CreateWindow() is OK!\n");

   return Window;

}

Build and run the project. The following screenshot is a sample output.
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|  |
| --- |
| Running the Client-server Program   Firstly we run the server program.    The WSAAsyncSelect() IO Model: Program example shows a server which implementing the WSAAsyncSelect() model - running the program as server, waiting for connection    Then we run the previously created client.    The WSAAsyncSelect() IO Model: Program example shows a server which implementing the WSAAsyncSelect() model - running the client, sending some data |

The previous server program sample output is shown below.
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# The WSAEventSelect Model

Winsock provides another useful asynchronous event notification I/O model that is similar to the WSAAsyncSelect model that allows an application to receive event-based notification of network events on one or more sockets. This model is similar to the WSAAsyncSelect model because your application receives and processes the same network events listed in Table 5-3 that the WSAAsyncSelect model uses. The major difference with this model is that network events are notified via an event object handle instead of a window procedure.

# Event Notification

The event notification model requires your application to create an event object for each socket used by calling the WSACreateEvent() function, which is defined as:

 WSAEVENT WSACreateEvent(void);

The WSACreateEvent() function simply returns a manual reset event object handle. Once you have an event object handle, you have to associate it with a socket and register the network event types of interest, as shown in Table 5-3. This is accomplished by calling the WSAEventSelect() function, which is defined as:

int WSAEventSelect(

    SOCKET s,

    WSAEVENT hEventObject,

    long lNetworkEvents

);

The s parameter represents the socket of interest. The hEventObject parameter represents the event object, obtained with WSACreateEvent(), to associate with the socket. The last parameter, lNetworkEvents, represents a bitmask that specifies a combination of network event types (listed in Table 5-3) that the application is interested in. For a detailed discussion of these event types, see the WSAAsyncSelect I/O model discussed previously.

The event created for WSAEventSelect() has two operating states and two operating modes. The operating states are known as signaled and non-signaled. The operating modes are known as manual reset and auto reset. WSACreateEvent() initially creates event handles in a non-signaled operating state with a manual reset operating mode. As network events trigger an event object associated with a socket, the operating state changes from non-signaled to signaled. Because the event object is created in a manual reset mode, your application is responsible for changing the operating state from signaled to non-signaled after processing an I/O request. This can be accomplished by calling the WSAResetEvent() function, which is defined as:

BOOL WSAResetEvent(WSAEVENT hEvent);

The function takes an event handle as its only parameter and returns TRUE or FALSE based on the success or failure of the call. When an application is finished with an event object, it should call the WSACloseEvent() function to free the system resources used by an event handle. The WSACloseEvent() function is defined as:

BOOL WSACloseEvent(WSAEVENT hEvent);

This function also takes an event handle as its only parameter and returns TRUE if successful or FALSE if the call fails.

Once a socket is associated with an event object handle, the application can begin processing I/O by waiting for network events to trigger the operating state of the event object handle. The WSAWaitForMultipleEvents() function is designed to wait on one or more event object handles and returns either when one or all of the specified handles are in the signaled state or when a specified timeout interval expires. WSAWaitForMultipleEvents() is defined as:

DWORD WSAWaitForMultipleEvents(

    DWORD cEvents,

    const WSAEVENT FAR \* lphEvents,

    BOOL fWaitAll,

    DWORD dwTimeout,

    BOOL fAlertable

);

The cEvents and lphEvents parameters define an array of WSAEVENT objects in which cEvents is the number of event objects in the array and lphEvents is a pointer to the array. WSAWaitForMultipleEvents() can support only a maximum of WSA\_MAXIMUM\_WAIT\_EVENTS objects, which is defined as 64. Therefore, this I/O model is capable of supporting only a maximum of 64 sockets at a time for each thread that makes the WSAWaitForMultipleEvents() call. If you need to have this model manage more than 64 sockets, you should create additional worker threads to wait on more event objects. The fWaitAll parameter specifies how WSAWaitForMultipleEvents() waits for objects in the event array. If TRUE, the function returns when all event objects in the lphEvents array are signaled. If FALSE, the function returns when any one of the event objects is signaled. In the latter case, the return value indicates which event object caused the function to return. Typically, applications set this parameter to FALSE and service one socket event at a time. The dwTimeout parameter specifies how long (in milliseconds) WSAWaitForMultipleEvents() will wait for a network event to occur. The function returns if the interval expires, even if conditions specified by the fWaitAll parameter are not satisfied. If the timeout value is 0, the function tests the state of the specified event objects and returns immediately, which effectively allows an application to poll on the event objects. If no events are ready for processing, WSAWaitForMultipleEvents() returns WSA\_WAIT\_TIMEOUT. If dwsTimeout is set to WSA\_INFINITE, the function returns only when a network event signals an event object. The final parameter, fAlertable, can be ignored when you're using the WSAEventSelect() model and should be set to FALSE. It is intended for use in processing completion routines in the overlapped I/O model, which will be described later in this chapter.

Note that by servicing signaled events one at a time (by setting the fWaitAll parameter to FALSE), it is possible to starve sockets toward the end of the event array. Consider the following code:

 WSAEVENT              HandleArray[WSA\_MAXIMUM\_WAIT\_EVENTS];

int        WaitCount=0, ret, index;

// Assign event handles into HandleArray

while (1)

{

            ret = WSAWaitForMultipleEvents(

                        WaitCount,

                        HandleArray,

                        FALSE,

                        WSA\_INFINITE,

                        TRUE);

            if ((ret != WSA\_WAIT\_FAILED) && (ret != WSA\_WAIT\_TIMEOUT))

            {

                        index = ret - WSA\_WAIT\_OBJECT\_0;

                        // Service event signaled on HandleArray[index]WSAResetEvent(HandleArray[index]);

            }

}

If the socket connection associated in index 0 of the event array is continually receiving data such that after the event is reset additional data arrives causing the event to be signaled again, the rest of the events in the array are starved. This is clearly undesirable. Once an event within the loop is signaled and handled, all events in the array should be checked to see if they are signaled as well. This can be accomplished by using WSAWaitForMultipleEvents() with each individual event handle after the first signaled event and specifying a dwTimeOut of zero.

When WSAWaitForMultipleEvents() receives network event notification of an event object, it returns a value indicating the event object that caused the function to return. As a result, your application can determine which network event type is available on a particular socket by referencing the signaled event in the event array and matching it with the socket associated with the event. When you reference the events in the event array, you should reference them using the return value of WSAWaitForMultipleEvents() minus the predefined value WSA\_WAIT\_EVENT\_0. For example:

 Index = WSAWaitForMultipleEvents(...);

MyEvent = EventArray[Index - WSA\_WAIT\_EVENT\_0];

 Once you have the socket that caused the network event, you can determine which network events are available by calling the WSAEnumNetworkEvents() function, which is defined as:

int WSAEnumNetworkEvents(

    SOCKET s,

    WSAEVENT hEventObject,

    LPWSANETWORKEVENTS lpNetworkEvents

);

The s parameter represents the socket that caused the network event, and the hEventObject parameter is an optional parameter representing an event handle identifying an associated event object to be reset. Because our event object is in a signaled state, we can pass it in and it will be set to a non-signaled state. The hEventObject parameter is optional in case you wish to reset the event manually via the WSAResetEvent() function. The final parameter, lpNetworkEvents, takes a pointer to a WSANETWORKEVENTS structure, which is used to retrieve network event types that occurred on the socket and any associated error codes. The WSANETWORKEVENTS structure is defined as:

 typedef struct \_WSANETWORKEVENTS

{

            long lNetworkEvents;

    int  iErrorCode[FD\_MAX\_EVENTS];

} WSANETWORKEVENTS, FAR \* LPWSANETWORKEVENTS;

 The lNetworkEvents parameter is a value that indicates all the network event types (see Table 5-3) that have occurred on the socket.

More than one network event type can occur whenever an event is signaled. For example, a busy server application might receive FD\_READ and FD\_WRITE notification at the same time.

The iErrorCode parameter is an array of error codes associated with the events in lNetworkEvents. For each network event type, there is a special event index similar to the event type names, except for an additional “\_BIT” string appended to the event name. For example, for the FD\_READ event type, the index identifier for the iErrorCode array is named FD\_READ\_BIT. The following code fragment demonstrates this for an FD\_READ event:

// Process FD\_READ notification

if (NetworkEvents.lNetworkEvents & FD\_READ)

{

    if (NetworkEvents.iErrorCode[FD\_READ\_BIT] != 0)

    {

       printf("FD\_READ failed with error %d\n", NetworkEvents.iErrorCode[FD\_READ\_BIT]);

    }

}

After you process the events in the WSANETWORKEVENTS structure, your application should continue waiting for more network events on all of the available sockets. The following example demonstrates how to develop a server and manage event objects when using the WSAEventSelect() I/O model. The code highlights the steps needed to develop a basic server application capable of managing one or more sockets at a time.

 SOCKET SocketArray [WSA\_MAXIMUM\_WAIT\_EVENTS];

WSAEVENT EventArray [WSA\_MAXIMUM\_WAIT\_EVENTS], NewEvent;

SOCKADDR\_IN InternetAddr;

SOCKET Accept, Listen;

DWORD EventTotal = 0;

DWORD Index, i;

// Set up a TCP socket for listening on port 5150

Listen = socket (PF\_INET, SOCK\_STREAM, 0);

InternetAddr.sin\_family = AF\_INET;

InternetAddr.sin\_addr.s\_addr = htonl(INADDR\_ANY);

InternetAddr.sin\_port = htons(5150);

bind(Listen, (PSOCKADDR) &InternetAddr, sizeof(InternetAddr));

NewEvent = WSACreateEvent();

WSAEventSelect(Listen, NewEvent, FD\_ACCEPT │ FD\_CLOSE);

listen(Listen, 5);

SocketArray[EventTotal] = Listen;

EventArray[EventTotal] = NewEvent;

EventTotal++;

while(TRUE)

{

    // Wait for network events on all sockets

    Index = WSAWaitForMultipleEvents(EventTotal, EventArray, FALSE, WSA\_INFINITE, FALSE);

    Index = Index - WSA\_WAIT\_EVENT\_0;

    // Iterate through all events to see if more than one is signaled

    for(i=Index; i < EventTotal ;i++)

    {

     Index = WSAWaitForMultipleEvents(1, &EventArray[i], TRUE, 1000, FALSE);

     if ((Index == WSA\_WAIT\_FAILED) ││ (Index == WSA\_WAIT\_TIMEOUT))

         continue;

     else

     {

         Index = i;

         WSAEnumNetworkEvents(SocketArray[Index], EventArray[Index], &NetworkEvents);

         // Check for FD\_ACCEPT messages

         if (NetworkEvents.lNetworkEvents & FD\_ACCEPT)

         {

             if (NetworkEvents.iErrorCode[FD\_ACCEPT\_BIT] != 0)

             {

                 printf("FD\_ACCEPT failed with error %d\n", NetworkEvents.iErrorCode[FD\_ACCEPT\_BIT]);

                 break;

             }

             // Accept a new connection, and add it to the socket and event lists

             Accept = accept(SocketArray[Index], NULL, NULL);

             // We cannot process more than

             // WSA\_MAXIMUM\_WAIT\_EVENTS sockets, so close the accepted socket

             if (EventTotal > WSA\_MAXIMUM\_WAIT\_EVENTS)

             {

                 printf("Too many connections");

                 closesocket(Accept);

                 break;

             }

             NewEvent = WSACreateEvent();

             WSAEventSelect(Accept, NewEvent, FD\_READ │ FD\_WRITE │ FD\_CLOSE);

             EventArray[EventTotal] = NewEvent;

             SocketArray[EventTotal] = Accept;

             EventTotal++;

             printf("Socket %d connected\n", Accept);

         }

         // Process FD\_READ notification

         if (NetworkEvents.lNetworkEvents & FD\_READ)

         {

             if (NetworkEvents.iErrorCode[FD\_READ\_BIT] != 0)

             {

                 printf("FD\_READ failed with error %d\n",NetworkEvents.iErrorCode[FD\_READ\_BIT]);

                 break;

             }

             // Read data from the socket

             recv(SocketArray[Index - WSA\_WAIT\_EVENT\_0], buffer, sizeof(buffer), 0);

         }

         // Process FD\_WRITE notification

         if (NetworkEvents.lNetworkEvents & FD\_WRITE)

         {

             if (NetworkEvents.iErrorCode[FD\_WRITE\_BIT] != 0)

             {

                 printf("FD\_WRITE failed with error %d\n",  NetworkEvents.iErrorCode[FD\_WRITE\_BIT]);

                 break;

             }

             send(SocketArray[Index - WSA\_WAIT\_EVENT\_0], buffer, sizeof(buffer), 0);

            }

            if (NetworkEvents.lNetworkEvents & FD\_CLOSE)

            {

                if (NetworkEvents.iErrorCode[FD\_CLOSE\_BIT] != 0)

                {

                    printf("FD\_CLOSE failed with error %d\n",  NetworkEvents.iErrorCode[FD\_CLOSE\_BIT]);

                    break;

                }

                closesocket(SocketArray[Index]);

                // Remove socket and associated event from

                // the Socket and Event arrays and decrement EventTotal

                CompressArrays(EventArray, SocketArray, &EventTotal);

            }

       }

   }

}

The WSAEventSelect model offers several advantages. It is conceptually simple and it does not require a windowed environment. The only drawback is its limitation of waiting on only 64 events at a time, which necessitates managing a thread pool when dealing with many sockets. Also, because many threads are required to handle a large number of socket connections, this model does not scale as well as the overlapped models discussed next.

|  |
| --- |
| The WSAEventSelect server/receiver model Program Example   The following program example tries to demonstrate the WSAEventSelect server/receiver model.  The WSAEventSelect Model IO Model: Program example shows a server which implementing the WSAEventSelect model - creating a new empty Win32 console mode application and add the project/solution name.    Add the following source code. |

//    This sample illustrates how to develop a simple echo server Winsock

//    application using the WSAEventSelect() I/O model. This sample is

//    implemented as a console-style application and simply prints

//    messages when connections are established and removed from the server.

//    The application listens for TCP connections on port 5150 and accepts them

//    as they arrive. When this application receives data from a client, it

//    simply echoes (this is why we call it an echo server) the data back in

//    it's original form until the client closes the connection.

//

//    Note: There are no command line options for this sample.

// Link to ws2\_32.lib

#include <winsock2.h>

#include <windows.h>

#include <stdio.h>

#define PORT 5150

#define DATA\_BUFSIZE 8192

typedef struct \_SOCKET\_INFORMATION {

   CHAR Buffer[DATA\_BUFSIZE];

   WSABUF DataBuf;

   SOCKET Socket;

   DWORD BytesSEND;

   DWORD BytesRECV;

} SOCKET\_INFORMATION, \* LPSOCKET\_INFORMATION;

BOOL CreateSocketInformation(SOCKET s);

void FreeSocketInformation(DWORD Event);

DWORD EventTotal = 0;

WSAEVENT EventArray[WSA\_MAXIMUM\_WAIT\_EVENTS];

LPSOCKET\_INFORMATION SocketArray[WSA\_MAXIMUM\_WAIT\_EVENTS];

int main(int argc, char \*\*argv)

{

            SOCKET Listen;

            SOCKET Accept;

            SOCKADDR\_IN InternetAddr;

            LPSOCKET\_INFORMATION SocketInfo;

            DWORD Event;

            WSANETWORKEVENTS NetworkEvents;

            WSADATA wsaData;

            DWORD Flags;

            DWORD RecvBytes;

            DWORD SendBytes;

            if (WSAStartup(0x0202, &wsaData) != 0)

            {

                        printf("WSAStartup() failed with error %d\n", WSAGetLastError());

                        return 1;

            }

            else

                        printf("WSAStartup() is OK!\n");

            if ((Listen = socket(AF\_INET, SOCK\_STREAM, 0)) == INVALID\_SOCKET)

            {

                        printf("socket() failed with error %d\n", WSAGetLastError());

                        return 1;

            }

            else

                        printf("socket() is OK!\n");

            if(CreateSocketInformation(Listen) == FALSE)

                        printf("CreateSocketInformation() failed!\n");

            else

                        printf("CreateSocketInformation() is OK lol!\n");

            if (WSAEventSelect(Listen, EventArray[EventTotal - 1], FD\_ACCEPT|FD\_CLOSE) == SOCKET\_ERROR)

            {

                        printf("WSAEventSelect() failed with error %d\n", WSAGetLastError());

                        return 1;

            }

            else

                        printf("WSAEventSelect() is pretty fine!\n");

            InternetAddr.sin\_family = AF\_INET;

            InternetAddr.sin\_addr.s\_addr = htonl(INADDR\_ANY);

            InternetAddr.sin\_port = htons(PORT);

            if (bind(Listen, (PSOCKADDR) &InternetAddr, sizeof(InternetAddr)) == SOCKET\_ERROR)

            {

                        printf("bind() failed with error %d\n", WSAGetLastError());

                        return 1;

            }

            else

                        printf("bind() is OK!\n");

            if (listen(Listen, 5))

            {

                        printf("listen() failed with error %d\n", WSAGetLastError());

                        return 1;

            }

            else

                        printf("listen() is OK!\n");

            while(TRUE)

            {

                        // Wait for one of the sockets to receive I/O notification and

                        if ((Event = WSAWaitForMultipleEvents(EventTotal, EventArray, FALSE,WSA\_INFINITE, FALSE)) == WSA\_WAIT\_FAILED)

                        {

                                    printf("WSAWaitForMultipleEvents() failed with error %d\n", WSAGetLastError());

                                    return 1;

                        }

                        else

                                    printf("WSAWaitForMultipleEvents() is pretty damn OK!\n");

                        if (WSAEnumNetworkEvents(SocketArray[Event - WSA\_WAIT\_EVENT\_0]->Socket,

                                    EventArray[Event - WSA\_WAIT\_EVENT\_0], &NetworkEvents) == SOCKET\_ERROR)

                        {

                                    printf("WSAEnumNetworkEvents() failed with error %d\n", WSAGetLastError());

                                    return 1;

                        }

                        else

                                    printf("WSAEnumNetworkEvents() should be fine!\n");

                        if (NetworkEvents.lNetworkEvents & FD\_ACCEPT)

                        {

                                    if (NetworkEvents.iErrorCode[FD\_ACCEPT\_BIT] != 0)

                                    {

                                                printf("FD\_ACCEPT failed with error %d\n", NetworkEvents.iErrorCode[FD\_ACCEPT\_BIT]);

                                                break;

                                    }

                                    if ((Accept = accept(SocketArray[Event - WSA\_WAIT\_EVENT\_0]->Socket, NULL, NULL)) == INVALID\_SOCKET)

                                    {

                                                printf("accept() failed with error %d\n", WSAGetLastError());

                                                break;

                                    }

                                    else

                                                printf("accept() should be OK!\n");

                                    if (EventTotal > WSA\_MAXIMUM\_WAIT\_EVENTS)

                                    {

                                                printf("Too many connections - closing socket...\n");

                                                closesocket(Accept);

                                                break;

                                    }

                                    CreateSocketInformation(Accept);

                                    if (WSAEventSelect(Accept, EventArray[EventTotal - 1], FD\_READ|FD\_WRITE|FD\_CLOSE) == SOCKET\_ERROR)

                                    {

                                                printf("WSAEventSelect() failed with error %d\n", WSAGetLastError());

                                                return 1;

                                    }

                                    else

                                                printf("WSAEventSelect() is OK!\n");

                                    printf("Socket %d got connected...\n", Accept);

                        }

                        // Try to read and write data to and from the data buffer if read and write events occur

                        if (NetworkEvents.lNetworkEvents & FD\_READ || NetworkEvents.lNetworkEvents & FD\_WRITE)

                        {

                                    if (NetworkEvents.lNetworkEvents & FD\_READ && NetworkEvents.iErrorCode[FD\_READ\_BIT] != 0)

                                    {

                                                printf("FD\_READ failed with error %d\n", NetworkEvents.iErrorCode[FD\_READ\_BIT]);

                                                break;

                                    }

                                    else

                                                printf("FD\_READ is OK!\n");

                                    if (NetworkEvents.lNetworkEvents & FD\_WRITE && NetworkEvents.iErrorCode[FD\_WRITE\_BIT] != 0)

                                    {

                                                printf("FD\_WRITE failed with error %d\n", NetworkEvents.iErrorCode[FD\_WRITE\_BIT]);

                                                break;

                                    }

                                    else

                                                printf("FD\_WRITE is OK!\n");

                                    SocketInfo = SocketArray[Event - WSA\_WAIT\_EVENT\_0];

                                    // Read data only if the receive buffer is empty

                                    if (SocketInfo->BytesRECV == 0)

                                    {

                                                SocketInfo->DataBuf.buf = SocketInfo->Buffer;

                                                SocketInfo->DataBuf.len = DATA\_BUFSIZE;

                                                Flags = 0;

                                                if (WSARecv(SocketInfo->Socket, &(SocketInfo->DataBuf), 1, &RecvBytes, &Flags, NULL, NULL) == SOCKET\_ERROR)

                                                {

                                                            if (WSAGetLastError() != WSAEWOULDBLOCK)

                                                            {

                                                                        printf("WSARecv() failed with error %d\n", WSAGetLastError());

                                                                        FreeSocketInformation(Event - WSA\_WAIT\_EVENT\_0);

                                                                        return 1;

                                                            }

                                                }

                                                else

                                                {

                                                            printf("WSARecv() is working!\n");

                                                            SocketInfo->BytesRECV = RecvBytes;

                                                }

                                    }

                                    // Write buffer data if it is available

                                    if (SocketInfo->BytesRECV > SocketInfo->BytesSEND)

                                    {

                                                SocketInfo->DataBuf.buf = SocketInfo->Buffer + SocketInfo->BytesSEND;

                                                SocketInfo->DataBuf.len = SocketInfo->BytesRECV - SocketInfo->BytesSEND;

                                                if (WSASend(SocketInfo->Socket, &(SocketInfo->DataBuf), 1, &SendBytes, 0, NULL, NULL) == SOCKET\_ERROR)

                                                {

                                                            if (WSAGetLastError() != WSAEWOULDBLOCK)

                                                            {

                                                                        printf("WSASend() failed with error %d\n", WSAGetLastError());

                                                                        FreeSocketInformation(Event - WSA\_WAIT\_EVENT\_0);

                                                                        return 1;

                                                            }

                                                            // A WSAEWOULDBLOCK error has occurred. An FD\_WRITE event will be posted

                                                            // when more buffer space becomes available

                                                }

                                                else

                                                {

                                                            printf("WSASend() is fine! Thank you...\n");

                                                            SocketInfo->BytesSEND += SendBytes;

                                                            if (SocketInfo->BytesSEND == SocketInfo->BytesRECV)

                                                            {

                                                                        SocketInfo->BytesSEND = 0;

                                                                        SocketInfo->BytesRECV = 0;

                                                            }

                                                }

                                    }

                        }

                        if (NetworkEvents.lNetworkEvents & FD\_CLOSE)

                        {

                                    if (NetworkEvents.iErrorCode[FD\_CLOSE\_BIT] != 0)

                                    {

                                                printf("FD\_CLOSE failed with error %d\n", NetworkEvents.iErrorCode[FD\_CLOSE\_BIT]);

                                                break;

                                    }

                                    else

                                                printf("FD\_CLOSE is OK!\n");

                                    printf("Closing socket information %d\n", SocketArray[Event - WSA\_WAIT\_EVENT\_0]->Socket);

                                    FreeSocketInformation(Event - WSA\_WAIT\_EVENT\_0);

                        }

  }

  return 0;

}

BOOL CreateSocketInformation(SOCKET s)

{

            LPSOCKET\_INFORMATION SI;

            if ((EventArray[EventTotal] = WSACreateEvent()) == WSA\_INVALID\_EVENT)

            {

                        printf("WSACreateEvent() failed with error %d\n", WSAGetLastError());

                        return FALSE;

            }

            else

                        printf("WSACreateEvent() is OK!\n");

            if ((SI = (LPSOCKET\_INFORMATION) GlobalAlloc(GPTR, sizeof(SOCKET\_INFORMATION))) == NULL)

            {

                        printf("GlobalAlloc() failed with error %d\n", GetLastError());

                        return FALSE;

            }

            else

                        printf("GlobalAlloc() for LPSOCKET\_INFORMATION is OK!\n");

            // Prepare SocketInfo structure for use

            SI->Socket = s;

            SI->BytesSEND = 0;

            SI->BytesRECV = 0;

            SocketArray[EventTotal] = SI;

            EventTotal++;

            return(TRUE);

}

void FreeSocketInformation(DWORD Event)

{

            LPSOCKET\_INFORMATION SI = SocketArray[Event];

            DWORD i;

            closesocket(SI->Socket);

            GlobalFree(SI);

            if(WSACloseEvent(EventArray[Event]) == TRUE)

                        printf("WSACloseEvent() is OK!\n\n");

            else

                        printf("WSACloseEvent() failed miserably!\n\n");

            // Squash the socket and event arrays

            for (i = Event; i < EventTotal; i++)

            {

                        EventArray[i] = EventArray[i + 1];

                        SocketArray[i] = SocketArray[i + 1];

            }

            EventTotal--;

}

Build and run the project. The following screenshot shows the sample output.
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 Running the Client and Server Programs.

 Firstly we run the server program.
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 Then we run the client program.
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The previous server sample output is shown below.
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# Next : [The Overlapped Model](http://www.winsocketdotnetworkprogramming.com/winsock2programming/winsock2advancediomethod5e.html)